## Decision Tree Classifier on Wine dataset

from sklearn.datasets import load\_wine

from sklearn import tree

import graphviz

import numpy as np

wine=load\_wine()

x=wine.data

y=wine.target

fn=wine.feature\_names

cn=wine.target\_names

#Algorithm

from sklearn.tree import DecisionTreeClassifier

ML=DecisionTreeClassifier()

#Fit data into model

ML=ML.fit(x,y)

#Prediction

y\_pred = ML.predict([np.random.randn(13)])

print("Predicted class using DT:",y\_pred)

##Plotting the decision tree

import graphviz

dot\_data= tree.export\_graphviz(ML,feature\_names=fn, class\_names=cn,filled=True,rounded=True,special\_characters=True)

graph=graphviz.Source(dot\_data)

graph.render("DTwinedataset")

graph
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## Decision Tree Classifier on Iris dataset

from sklearn.datasets import load\_iris

from sklearn import tree

import graphviz

iris=load\_iris()

x=iris.data

y=iris.target

fn=iris.feature\_names

cn=iris.target\_names

#Algorithm

from sklearn.tree import DecisionTreeClassifier

ML=DecisionTreeClassifier(criterion="entropy",random\_state=42)

#Fit data into model

ML=ML.fit(x,y)

#Prediction

op=ML.predict([[1.5,2,1.5,3]])

print("Predicted value using Decision Tree Classifier:",op)

##Plotting the decision tree

import graphviz

dot\_data= tree.export\_graphviz(ML,feature\_names=fn, class\_names=cn,filled=True,rounded=True,special\_characters=True)

graph=graphviz.Source(dot\_data)

graph.render("DTiris")

graph

OUTPUT

![](data:image/png;base64,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)